Factor:

factors are variables in R which take on a limited number of different values; such variables are often refered to as categorical variables.

Factors in R are stored as a vector of integer values with a corresponding set of character values to use when the factor is displayed. The factor function is used to create a factor. The only required argument to factor is a vector of values which will be returned as a vector of factor values. Both numeric and character variables can be made into factors.

Factors represent a very efficient way to store character values, because each unique character value is stored only once, and the data itself is stored as a vector of integers. Because of this, read.table will automatically convert character variables to factors unless the as.is= argument is specified.

Example for changing levels:

> data = c(1,2,2,3,1,2,3,3,1,2,3,3,1)

> fdata = factor(data)

> fdata

 [1] 1 2 2 3 1 2 3 3 1 2 3 3 1

Levels: 1 2 3

> rdata = factor(data,labels=c("I","II","III"))

> rdata

 [1] I   II  II  III I   II  III III I   II  III III I

Levels: I II III

To convert the default factor fdata to roman numerals, we use the assignment form of the levels function:

> levels(fdata) = c('I','II','III')

> fdata

 [1] I   II  II  III I   II  III III I   II  III III I

Levels: I II III

Commands executed in practical 2:

data("iris")

iris

str(iris)

data = c(1,2,2,3,1,2,3,3,1,2,3,3,1)

fdata = factor(data)

fdata

data = c(56,57,59,62,63,64,65,72,71,73,75,80,91)

fdata = factor(data)

fdata

data = c("january","february","march","april")

fdata = factor(data)

fdata

mons = c("March","April","January","November","January",

"September","October","September","November","August",

"January","November","November","February","May","August",

"July","December","August","August","September","November",

"February","April")

mons = factor(mons)

table(mons)

#ordered factor

mons = factor(mons,levels=c("January","February","March",

"April","May","June","July","August","September",

"October","November","December"),ordered=TRUE)

table(mons)

day\_vector <- c('evening', 'morning', 'afternoon', 'midday', 'midnight', 'evening')

factor\_day <- factor(day\_vector, order = TRUE, levels =c('morning', 'midday', 'afternoon', 'evening', 'midnight'))

factor\_day

days <- factor(factor\_day,levels=c('morning', 'midday', 'afternoon', 'evening', 'midnight'),ordered=TRUE)

days

table(days)

summary(days)

data("mtcars")

mtcars

dataset <- mtcars

class(dataset$mpg)

class(iris$mpg)

data("ToothGrowth")

ToothGrowth

nrow(ToothGrowth)

ncol(ToothGrowth)

head(ToothGrowth)

head(mtcars)

ToothGrowth[6,2]

ToothGrowth[5,]

ToothGrowth[,2]

ToothGrowth[1:5,]

ToothGrowth[1:5,2]

attach(ToothGrowth)

mean(len)

min(len)

x<- ToothGrowth[1:5,]

x

boxplot(x)

barplot(len)

y <- ToothGrowth[1:5,3]

pie(y,labels)

t <- ToothGrowth[,"len"]

t

summary(t)

s <- ToothGrowth[,3]

summary(s)

hist(iris$Sepal.Length, col ="blue" , main = "Sepal Length Histogram" , xlab = "Length", ylab="Frequency")

pdf("petallengthhisto.pdf")

hist(iris$Sepal.Length, col ="blue" , main = "Sepal Length Histogram" , xlab = "Length", ylab="Frequency")

dev.off()

plot(iris$Sepal.Width, iris$Sepal.Length, col ="blue", main= "Scatterplot", xlab ="Sepal Width", ylab="Sepal Length")

png("sepalwidth.png")

plot(iris$Sepal.Width, iris$Sepal.Length, col ="blue", main= "Scatterplot", xlab ="Sepal Width", ylab="Sepal Length")

dev.off()

boxplot(Sepal.Length~Species, data=iris, main = "sepal length by species", xlab ="Species", ylab = "Sepal Length")

# chart of other data

x <- c(30,60,20)

labels <- c("math", "stat", "physics")

pie(x,labels)

pie(x, labels, main = "subject", col = rainbow(length(x)))

pie(x, labels, main = "subject", col = rainbow(length(x)),clockwise = T)

H <- c(7000,10000,6000,8000)

M <- c("Jan" , "Feb", "Mar" , "Apr")

barplot(H,names.arg=M,xlab="Month", ylab ="Revenue",col="green",main ="Revenue chart",border ="black")

H <- c(7,12,28,3,41)

barplot(H)

v <- c(7,12,28,3,41)

plot(v,type = "o")

input <- mtcars[,c('wt','mpg')]

print(head(input))

plot(x = input$wt,y = input$mpg,

xlab = "Weight",

ylab = "Milage",

xlim = c(2.5,5),

ylim = c(15,30),

main = "Weight vs Milage")

# all plots in a data set together

pairs(~wt+mpg+disp+cyl,data = mtcars, main = "Scatterplot Matrix")

getwd()

data <- read.csv("input.csv")

print(data)

data1<-read.csv("copper1.csv")

data1

boxplot(data1$Cu ~ data1$Source, xlab = "Source",ylab = "Cu", main ="Boxplot to show

atmospheric copper concentration by sites", col = "green",

border = "black")

Practical 3:

Creating samples:

print(sample(1:3))

print(sample(1:3, size=3, replace=FALSE)) # same as previous line

print(sample(c(2,5,3), size=4, replace=TRUE)

print(sample(1:2, size=10, prob=c(1,3), replace=TRUE))

1] 3 1 2

[1] 2 1 3

[1] 2 5 2 2

[1] 2 2 2 1 1 2 2 2 1 2

**Overview**

By default [sample()](http://www.stat.psu.edu/~dhunter/R/html/base/html/sample.html) randomly reorders the elements passed as the first argument. This means that the default size is the size of the passed array. replace=TRUE makes sure that no element occurs twice.

The last line uses a weighed random distribution instead of a uniform one. One out of four numbers are 1, the out of four are 3.

**Arguments**

**size**

This is the size of the returned list. If replace is disabled size must be no bigger than the length of the first argument.

**replace**

If this is true a sample may contain an element several times while another element might not occur at all.

print(sample(c(2,5,3), size=3, replace=FALSE))

print(sample(c(2,5,3), size=3, replace=TRUE))

[1] 2 3 5

[1] 2 3 3

Allowing some elements to occur more than once lets you get a sample longer than the first argument.

**prob**

barplot(table(sample(1:3, size=1000, replace=TRUE, prob=c(.30,.60,.10))))

![http://www.rexamples.com/img/sample-prob-distribution.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAlgAAAHCCAYAAAAzc7dkAAADHmlDQ1BJQ0MgUHJvZmlsZQAAeAGFVN9r01AU/tplnbDhizpnEQk+aJFuZFN0Q5y2a1e6zVrqNrchSJumbVyaxiTtfrAH2YtvOsV38Qc++QcM2YNve5INxhRh+KyIIkz2IrOemzRNJ1MDufe73/nuOSfn5F6g+XFa0xQvDxRVU0/FwvzE5BTf8gFeHEMr/GhNi4YWSiZHQA/Tsnnvs/MOHsZsdO5v36v+Y9WalQwR8BwgvpQ1xCLhWaBpXNR0E+DWie+dMTXCzUxzWKcECR9nOG9jgeGMjSOWZjQ1QJoJwgfFQjpLuEA4mGng8w3YzoEU5CcmqZIuizyrRVIv5WRFsgz28B9zg/JfsKiU6Zut5xCNbZoZTtF8it4fOX1wjOYA1cE/Xxi9QbidcFg246M1fkLNJK4RJr3n7nRpmO1lmpdZKRIlHCS8YlSuM2xp5gsDiZrm0+30UJKwnzS/NDNZ8+PtUJUE6zHF9fZLRvS6vdfbkZMH4zU+pynWf0D+vff1corleZLw67QejdX0W5I6Vtvb5M2mI8PEd1E/A0hCgo4cZCjgkUIMYZpjxKr4TBYZIkqk0ml0VHmyONY7KJOW7RxHeMlfDrheFvVbsrj24Pue3SXXjrwVhcW3o9hR7bWB6bqyE5obf3VhpaNu4Te55ZsbbasLCFH+iuWxSF5lyk+CUdd1NuaQU5f8dQvPMpTuJXYSWAy6rPBe+CpsCk+FF8KXv9TIzt6tEcuAcSw+q55TzcbsJdJM0utkuL+K9ULGGPmQMUNanb4kTZyKOfLaUAsnBneC6+biXC/XB567zF3h+rkIrS5yI47CF/VFfCHwvjO+Pl+3b4hhp9u+02TrozFa67vTkbqisXqUj9sn9j2OqhMZsrG+sX5WCCu0omNqSrN0TwADJW1Ol/MFk+8RhAt8iK4tiY+rYleQTysKb5kMXpcMSa9I2S6wO4/tA7ZT1l3maV9zOfMqcOkb/cPrLjdVBl4ZwNFzLhegM3XkCbB8XizrFdsfPJ63gJE722OtPW1huos+VqvbdC5bHgG7D6vVn8+q1d3n5H8LeKP8BqkjCtbCoV8yAAAgAElEQVR4Ae3dCYxVZ90/8N8wLLZKUahjnZn4IqDV1grWWi2i2IgarEsTRS1UwAXRaOOCSmzUBheMpa64b63USa0Bt0aCFEg1RU1rLcVo3SqLJUqxtLZoFQq8Puf/Tv/DzNzL3Jkzd+7D/Zxkcu89z3mec57PeVK+Pefc57Yc/e8SFgIECBAgQIAAgdIERpXWkoYIECBAgAABAgQKAQHLQCBAgAABAgQIlCwgYJUMqjkCBAgQIECAgIBlDBAgQIAAAQIEShYQsEoG1RwBAgQIECBAQMAyBggQIECAAAECJQsIWCWDao4AAQIECBAgIGAZAwQIECBAgACBkgUErJJBNUeAAAECBAgQELCMAQIECBAgQIBAyQICVsmgmiNAgAABAgQICFjGAAECBAgQIECgZAEBq2RQzREgQIAAAQIEBCxjgAABAgQIECBQsoCAVTKo5ggQIECAAAECApYxQIAAAQIECBAoWUDAKhlUcwQIECBAgAABAcsYIECAAAECBAiULCBglQyqOQIECBAgQICAgGUMECBAgAABAgRKFhCwSgbVHAECBAgQIEBAwDIGCBAgQIAAAQIlCwhYJYNqjgABAgQIECAgYBkDBAgQIECAAIGSBQSskkE1R4AAAQIECBAQsIwBAgQIECBAgEDJAgJWyaCaI0CAAAECBAgIWMYAAQIECBAgQKBkAQGrZFDNESBAgAABAgQELGOAAAECBAgQIFCygIBVMqjmCBAgQIAAAQICljFAgAABAgQIEChZQMAqGVRzBAgQIECAAAEByxggQIAAAQIECJQsIGCVDKo5AgQIECBAgICAZQwQIECAAAECBEoWELBKBtUcAQIECBAgQEDAMgYIECBAgAABAiULCFglg2qOAAECBAgQICBgGQMECBAgQIAAgZIFBKySQTVHgAABAgQIEBCwjAECBAgQIECAQMkCAlbJoJojQIAAAQIECAhYxgABAgQIECBAoGQBAatkUM0RIECAAAECBAQsY4AAAQIECBAgULKAgFUyqOYIECBAgAABAgKWMUCAAAECBAgQKFlAwCoZVHMECBAgQIAAAQHLGCBAgAABAgQIlCwgYJUMqjkCBAgQIECAgIBlDBAgQIAAAQIEShYQsEoG1RwBAgQIECBAQMAyBggQIECAAAECJQsIWCWDao4AAQIECBAgIGAZAwQIECBAgACBkgUErJJBNUeAAAECBAgQELCMAQIECBAgQIBAyQICVsmgmiNAgAABAgQICFjGAAECBAgQIECgZAEBq2RQzREgQIAAAQIEBCxjgAABAgQIECBQsoCAVTKo5ggQIECAAAECApYxQIAAAQIECBAoWUDAKhlUcwQIECBAgAABAcsYIECAAAECBAiULCBglQyqOQIECBAgQICAgGUMECBAgAABAgRKFhCwSgbVHAECBAgQIEBAwDIGCBAgQIAAAQIlCwhYJYNqjgABAgQIECAgYBkDBAgQIECAAIGSBQSskkE1R4AAAQIECBAQsIwBAgQIECBAgEDJAgJWyaCaI0CAAAECBAgIWMYAAQIECBAgQKBkAQGrZFDNESBAgAABAgRGIyBAoLkErrnmmvj+978fJ510UnN1XG/7CKQx8MlPftJY6CNjBYGhCwhYQzfUAoGsBH70ox/FueeeG+PGjcvquB1s+QJdXV2xZ8+emDZtWvmNa5FAkwsIWE0+AHS/+QRaW1vjYQ97WHR2djZf5/X4GIG2trZjPvtAgEB5Ap7BKs9SSwQIECBAgACBQkDAMhAIECBAgAABAiULCFglg2qOAAECBAgQICBgGQMECBAgQIAAgZIFBKySQTVHgAABAgQIEBCwjAECBAgQIECAQMkCAlbJoJojQIAAAQIECAhYxgABAgQIECBAoGQBAatkUM0RIECAAAECBAQsY4AAAQIECBAgULKAgFUyqOYIECBAgAABAgKWMUCAAAECBAgQKFlAwCoZVHMECBAgQIAAAQHLGCBAgAABAgQIlCwgYJUMqjkCBAgQIECAgIBlDBAgQIAAAQIEShYQsEoG1RwBAgQIECBAQMAyBggQIECAAAECJQsIWCWDao4AAQIECBAgIGAZAwQIECBAgACBkgWyD1hHjx6Nffv2xf79+0um0RwBAgQIECBAYHACWQasPXv2xPLly2Py5MkxduzYaGtri0mTJsWECRNi+vTpsWzZsjhw4MDgRNQiQIAAAQIECAxRYPQQ69e9+q5du2LWrFnR0tIS8+bNiylTpsTEiROLz+kq1o4dO2Lt2rWxbt262Lx5c0ydOrXux2iHBAgQIECAQHMLZBewVq1aVVy52rRpU4wbN67fs7dy5cqYO3durFmzJlasWNHvNlYSIECAAAECBIZLILtbhNu2bYuFCxdWDFcJasyYMbF48eLYsGHDcLlplwABAgQIECBQUSC7gDVz5szYunVrxQ51F2zZsiU6Ojq6P3olQIAAAQIECNRNILtbhPPnz48Usvbu3RsLFiwonrFKD7iPGjWq+Cbhzp07o6urK9avXx/pNqKFAAECBAgQIFBvgewC1owZM2L79u2xdOnSWLRoURw5cqSP2Zw5c2Ljxo0xe/bsPmVWECBAgAABAgSGWyC7gJVApk2bVnxD8ODBg7F79+5IV60OHToU7e3t0dnZWUzZMNxw2idAgAABAgQIVBLIMmB1dybNgZWmYUjzX7W2thbTNXSXeSVAgAABAgQIjJRAdg+5JygTjY7UcLFfAgQIECBAYCAC2V3BMtHoQE6rbQgQIECAAIGRFMguYA33RKN33XXXgL59+Ic//CHe8Y53xCMf+ciRPH/2TYAAAQIECDSgQHa3CId7otHDhw/HP//5z+P+pWkg7rnnngY8pQ6JAAECBAgQGGmB7K5gdU80umTJkqp2g51o9LGPfWwcr+2049T+SSedVPUYFBIgQIAAAQLNKZBdwDLRaHMOVL0mQIAAAQI5CWQXsEw0mtPwcqwECBAgQKA5BbILWOk0mWi0OQerXhMgQIAAgVwEsgxY3bhpotEUttLfv/71r7j99tuL3yNM3+xLE49aCBAgQIAAAQIjIZDdtwg/8YlPxAc+8IFjrD72sY8Vs7ifc8458cQnPjFOP/304rcIj9nIBwIECBAgQIBAnQSyu4KVfuh53759D/FceeWVcemll8bzn//8SA/A33fffXHNNdfEhRdeGD/72c8iPbNlIUCAAAECBAjUUyC7gNUb56tf/Wo861nPOmZy0DQB6Nlnnx2f/vSn46qrrupdxWcCBAgQIECAwLAKZHeLsLfGvffeGxdffHHv1cVcVrfddluf9VYQIECAAAECBIZbIMuA9cADD8ShQ4cKm5e//OXFjz/3hrrlllvi1FNP7b3aZwIECBAgQIDAsAtkF7BaWlrihhtuiPHjx8e5554bKUh99rOfjVtvvbXAuvPOO+Mtb3lLXH311fGqV71q2AHtgAABAgQIECDQWyC7gPWVr3ylCFNf+tKX4rzzzov//Oc/MXr06LjjjjuKvv3oRz+KVJZ+7uYNb3hD7/76TIAAAQIECBAYdoHsHnJPc1+lbwamv8WLFz8E9OCDDxbvX/rSl8YFF1wQnZ2dD5V5Q4AAAQIECBCop0B2AasSTrqKlZb29vZKm1hPgAABAgQIEKiLQHa3COuiYicECBAgQIAAgSEICFhDwFOVAAECBAgQINCfgIDVn4p1BAgQIECAAIEhCAhYQ8BTlQABAgQIECDQn4CA1Z+KdQQIECBAgACBIQgIWEPAU5UAAQIECBAg0J+AgNWfinUECBAgQIAAgSEICFhDwFOVAAECBAgQINCfgIDVn4p1BAgQIECAAIEhCAhYQ8BTlQABAgQIECDQn4CA1Z+KdQQIECBAgACBIQgIWEPAU5UAAQIECBAg0J+AgNWfinUECBAgQIAAgSEICFhDwFOVAAECBAgQINCfgIDVn4p1BAgQIECAAIEhCAhYQ8BTlQABAgQIECDQn4CA1Z+KdQQIECBAgACBIQgIWEPAU5UAAQIECBAg0J+AgNWfinUECBAgQIAAgSEIZB+wjh49Gvv27Yv9+/cPgUFVAgQIECBAgEB5AlkGrD179sTy5ctj8uTJMXbs2Ghra4tJkybFhAkTYvr06bFs2bI4cOBAeUpaIkCAAAECBAjUIDC6hm0bYtNdu3bFrFmzoqWlJebNmxdTpkyJiRMnFp/TVawdO3bE2rVrY926dbF58+aYOnVqQxy3gyBAgAABAgSaRyC7gLVq1ariytWmTZti3Lhx/Z6plStXxty5c2PNmjWxYsWKfrexkgABAgQIECAwXALZ3SLctm1bLFy4sGK4SlBjxoyJxYsXx4YNG4bLTbsECBAgQIAAgYoC2QWsmTNnxtatWyt2qLtgy5Yt0dHR0f3RKwECBAgQIECgbgLZ3SKcP39+pJC1d+/eWLBgQfGMVXrAfdSoUcU3CXfu3BldXV2xfv36SLcRLQQIECBAgACBegtkF7BmzJgR27dvj6VLl8aiRYviyJEjfczmzJkTGzdujNmzZ/cps4IAAQIECBAgMNwC2QWsBDJt2rTiG4IHDx6M3bt3R7pqdejQoWhvb4/Ozs5iyobhhtM+AQIECBAgQKCSQJYBq7szaQ6sNA1Dmv+qtbW1mK6hu8wrAQIECBAgQGCkBLJ7yD1BmWh0pIaL/RIgQIAAAQIDEcjuCpaJRgdyWm1DgAABAgQIjKRAdgFruCcaTbPB33TTTcc9J3/9618jPQNmIUCAAAECBAj0FsguYKWJRtO3ByvN4p462D3R6OrVq2ueyT39huFtt93W26nP53vuuScefPDBPuutIECAAAECBAhkF7C6JxpdsmRJ1bM32IlGH/e4xxU/JF218f8WpqB38sknH28z5QQIECBAgEATCmQXsEw02oSjVJcJECBAgEBmAtkFLBONZjbCHC4BAgQIEGhCgewCVjpHJhptwpGqywQIECBAICOBLANWt2+aaDSFrfSXln/+85/F7xGm3ya0ECBAgAABAgRGSiDLiUYrYX33u9+Npz3taZWKrSdAgAABAgQI1EUguytYV1xxRfHbg/3p/P73vy+uYr3tbW8ris8+++x4/etf39+m1hEgQIAAAQIEhk0gu4B1yy23xLe//e141KMeFR0dHcfA3HvvvcWPPv/kJz8p1lebK+uYij4QIECAAAECBEoUyC5gdXV1xVOf+tRYuXJlLFy4MJYtWxajRv2/O51XX311vPOd74xf//rXJRJpigABAgQIECBQm0B2z2ClMPW+970vbrjhhvj6178e559/fqTfJ7QQIECAAAECBBpFILuA1Q339Kc/PX71q1/FmWeeWVzR+uY3v9ld5JUAAQIECBAgMKIC2d0i7KmVfqrmC1/4QlxwwQXFw+wnnXRSz2LvCRAgQIAAAQIjIpDtFayeWilgpeeuzjvvvEgzvVsIECBAgAABAiMpkPUVrJ5wbW1tcc011/Rc5T0BAgQIECBAYEQETogrWCMiZ6cECBAgQIAAgQoCAlYFGKsJECBAgAABAoMVELAGK6ceAQIECBAgQKCCgIBVAcZqAgQIECBAgMBgBQSswcqpR4AAAQIECBCoICBgVYCxmgABAgQIECAwWAEBa7By6hEgQIAAAQIEKggIWBVgrCZAgAABAgQIDFZAwBqsnHoECBAgQIAAgQoCAlYFGKsJECBAgAABAoMVELAGK6ceAQIECBAgQKCCgIBVAcZqAgQIECBAgMBgBQSswcqpR4AAAQIECBCoICBgVYCxmgABAgQIECAwWAEBa7By6hEgQIAAAQIEKggIWBVgrCZAgAABAgQIDFZAwBqsnHoECBAgQIAAgQoCAlYFGKsJECBAgAABAoMVELAGK6ceAQIECBAgQKCCQPYB6+jRo7Fv377Yv39/hS5aTYAAAQIECBCor0CWAWvPnj2xfPnymDx5cowdOzba2tpi0qRJMWHChJg+fXosW7YsDhw4UF9JeyNAgAABAgQI/J/A6Nwkdu3aFbNmzYqWlpaYN29eTJkyJSZOnFh8TlexduzYEWvXro1169bF5s2bY+rUqbl10fESIECAAAECmQtkF7BWrVpVXLnatGlTjBs3rl/+lStXxty5c2PNmjWxYsWKfrexkgABAgQIECAwXALZ3SLctm1bLFy4sGK4SlBjxoyJxYsXx4YNG4bLTbsECBAgQIAAgYoC2V3BmjlzZmzdujWWLFlSsVOpYMuWLdHR0VF1m0YovOOOO+L2229vhENxDCMs8IQnPCFOP/30ET4KuydAgACBMgSyC1jz58+PFLL27t0bCxYsKJ6xSg+4jxo1qvgm4c6dO6OrqyvWr18f6TZioy9z5syJ5z3vecVVt0Y/Vsc3vALXXXdd/PWvfx3enWidAAECBOoikF3AmjFjRmzfvj2WLl0aixYtiiNHjvSBSqFl48aNMXv27D5ljbYiXWW74IILBKxGOzEjcDxpXFsIECBA4MQQyC5gJfZp06YV3xA8ePBg7N69O9JVq0OHDkV7e3t0dnYWUzacGKdHLwgQIECAAIEcBbIMWN3QaQ6sNA1Dmv+qtbW1mK6hu8wrAQIECBAgQGCkBLL7FmGCMtHoSA0X+yVAgAABAgQGIpDdFSwTjQ7ktNqGAAECBAgQGEmB7ALWcE80ev/99w9o2oS77767eO5rJE+efRMgQIAAAQKNKZBdwEoTjaZvD1aaxT0xd080unr16ppnck8/HJ1+Zud4y1/+8pdID9lbCBAgQIAAAQK9BbILWMM90Wj6bcOPf/zjvZ36fE7fXnz4wx/eZ70VBAgQIECAAIHsAtaJNtGoIUiAAAECBAiceALZBawTbaLRE29I6REBAgQIECCQXcBKp8xEowYuAQIECBAg0MgCWQasbtA00WgKW+kvLYcPH46//e1v3cVeCRAgQIAAAQIjIpDlRKMpRHV/Q/B3v/tdAXfZZZfFaaedVvxUTvrJnB/84AcjAmqnBAgQIECAAIHsrmClcPXsZz+7+A3CdAXrM5/5TPGtv8svvzxe8YpXxDOe8Yz41re+Vbz/xS9+Eeecc46zTIAAAQIECBCoq0B2V7A+8YlPxCmnnBJpRvc0VcLcuXPjTW96U7z3ve8tgtXb3/72uPnmm4uglSYltRAgQIAAAQIE6i2QXcC66aabYvHixZFuA06aNCkuvfTSwuzVr371MXZpMtLbb7/9mHU+ECBAgAABAgTqIZBdwJo+fXrcdtttD9mceeaZka5UTZgw4aF16c2tt94abW1tx6zzgQABAgQIECBQD4HsAla6UpWesXrd614X6edq0vLud787Ojo6ivd33nlnXHLJJXHVVVdFmpTUQoAAAQIECBCot0B2ASs94P6d73wn0q3CP/7xj328urq64vOf/3wRslIIsxAgQIAAAQIE6i2Q3bcIE9CFF14YL33pS4t5r3qDXXzxxcWPQacpGywECBAgQIAAgZEQyDJgJajW1tbirzda963C3ut9JkCAAAECBAjUSyC7W4T1grEfAgQIECBAgMBgBQSswcqpR4AAAQIECBCoICBgVYCxmgABAgQIECAwWAEBa7By6hEgQIAAAQIEKggIWBVgrCZAgAABAgQIDFZAwBqsnHoECBAgQIAAgQoCAlYFGKsJECBAgAABAoMVELAGK6ceAQIECBAgQKCCgIBVAcZqAgQIECBAgMBgBQSswcqpR4AAAQIECBCoICBgVYCxmgABAgQIECAwWAEBa7By6hEgQIAAAQIEKggIWBVgrCZAgAABAgQIDFZAwBqsnHoECBAgQIAAgQoCAlYFGKsJECBAgAABAoMVELAGK6ceAQIECBAgQKCCgIBVAcZqAgQIECBAgMBgBQSswcqpR4AAAQIECBCoICBgVYCxmgABAgQIECAwWIHsA9bRo0dj3759sX///sEaqEeAAAECBAgQKFUgy4C1Z8+eWL58eUyePDnGjh0bbW1tMWnSpJgwYUJMnz49li1bFgcOHCgVSmMECBAgQIAAgYEKjB7oho2y3a5du2LWrFnR0tIS8+bNiylTpsTEiROLz+kq1o4dO2Lt2rWxbt262Lx5c0ydOrVRDt1xECBAgAABAk0ikF3AWrVqVXHlatOmTTFu3Lh+T9PKlStj7ty5sWbNmlixYkW/21hJgAABAgQIEBgugexuEW7bti0WLlxYMVwlqDFjxsTixYtjw4YNw+WmXQIECBAgQIBARYHsAtbMmTNj69atFTvUXbBly5bo6Ojo/uiVAAECBAgQIFA3gexuEc6fPz9SyNq7d28sWLCgeMYqPeA+atSo4puEO3fujK6urli/fn2k24gWAgQIECBAgEC9BbILWDNmzIjt27fH0qVLY9GiRXHkyJE+ZnPmzImNGzfG7Nmz+5RZQYAAAQIECBAYboHsAlYCmTZtWvENwYMHD8bu3bsjXbU6dOhQtLe3R2dnZzFlw3DDaZ8AAQIECBAgUEkgy4DV3Zk0B1aahiHNf9Xa2lpM19Bd5pUAAQIECBAgMFIC2T3knqBMNDpSw8V+CRAgQIAAgYEIZHcFy0SjAzmttiFAgAABAgRGUiC7gDXcE40+8MADxRWy452U+++/Pw4fPny8zZQTIECAAAECTSiQXcBKE42mbw9WmsU9ncPuiUZXr15d80zu6aH5K6644rhD4fbbb49//etfx93OBgQIECBAgEDzCWQXsLonGl2yZEnVszXYiUZPP/30+OpXv1q17VR40UUXxfjx44+7nQ0IECBAgACB5hPILmCZaLT5BqkeEyBAgACB3ASyC1gmGs1tiDleAgQIECDQfALZBax0ikw02nwDVY8JECBAgEBOAlkGrG7g9DB7Clvpr/eSvg2YlpNOOql3kc8ECBAgQIAAgWEVyHKi0TVr1sTjH//4eNjDHhbnnXdebN26tQ9SelYrfdvQQoAAAQIECBCot0B2Aev6668vgtP//M//xHve857Yt29fPPe5z43Pfe5z9bazPwIECBAgQIBAvwLZ3SL88pe/HC960Ytiw4YNRYc+/OEPx2WXXRaXXHJJMW2Cq1b9nmcrCRAgQIAAgToKZBew0k/l9AxRLS0t8aEPfaiYVT3NjdXR0RFz5sypI6FdESBAgAABAgSOFcjuFmF7e3ukSUR7Lx/96EfjNa95Tbzyla+M7du39y72mQABAgQIECBQN4HsAlZ6eP26666LdLXq1ltvPQbqG9/4Rjzvec+L2bNnx69//etjynwgQIAAAQIECNRLILuA9epXvzo++MEPxtVXX1389YQaPXp0XHvttXHhhRfGHXfc0bPIewIECBAgQIBA3QSyewYryXzgAx8ovkF477339oFKPwJ95ZVXxpvf/ObYu3dvn3IrCBAgQIAAAQLDLZBlwEooaQ6s0047raLPM5/5zIplCggQIECAAAECwymQ3S3C4cTQNgECBAgQIECgDAEBqwxFbRAgQIAAAQIEeggIWD0wvCVAgAABAgQIlCEgYJWhqA0CBAgQIECAQA8BAasHhrcECBAgQIAAgTIEBKwyFLVBgAABAgQIEOghIGD1wPCWAAECBAgQIFCGgIBVhqI2CBAgQIAAAQI9BASsHhjeEiBAgAABAgTKEBCwylDUBgECBAgQIECgh4CA1QPDWwIECBAgQIBAGQICVhmK2iBAgAABAgQI9BAQsHpgeEuAAAECBAgQKENAwCpDURsECBAgQIAAgR4CAlYPDG8JECBAgAABAmUICFhlKGqDAAECBAgQINBDQMDqgeEtAQIECBAgQKAMAQGrDEVtECBAgAABAgR6CAhYPTC8JUCAAAECBAiUIZB9wDp69Gjs27cv9u/fX4aHNggQIECAAAECQxbIMmDt2bMnli9fHpMnT46xY8dGW1tbTJo0KSZMmBDTp0+PZcuWxYEDB4aMowECBAgQIECAwGAERg+m0kjW2bVrV8yaNStaWlpi3rx5MWXKlJg4cWLxOV3F2rFjR6xduzbWrVsXmzdvjqlTp47k4do3AQIECBAg0IQC2QWsVatWFVeuNm3aFOPGjev3lK1cuTLmzp0ba9asiRUrVvS7jZUECBAgQIAAgeESyO4W4bZt22LhwoUVw1WCGjNmTCxevDg2bNgwXG7aJUCAAAECBAhUFMguYM2cOTO2bt1asUPdBVu2bImOjo7uj14JECBAgAABAnUTyO4W4fz58yOFrL1798aCBQuKZ6zSA+6jRo0qvkm4c+fO6OrqivXr10e6jWghQIAAAQIECNRbILuANWPGjNi+fXssXbo0Fi1aFEeOHOljNmfOnNi4cWPMnj27T5kVBAgQIECAAIHhFsguYCWQadOmFd8QPHjwYOzevTvSVatDhw5Fe3t7dHZ2FlM2DDec9gkQIEBgYALXX399MX3OYx/72IFVsNUJK/D3v/89fvjDHzbFIzxZBqzukZfmwErTMKT5r1pbW4vpGrrLvBIgQIBAYwjcfPPN8ZKXvCTOOOOMxjggRzFiAtddd1385je/EbBG7AwcZ8dpotHPfvazce2110Z6/+CDDxY1TjnllGIKh3SLME3P8IhHPOI4LSkmQIAAgXoIpP8JHj9+fD12ZR8NLPDwhz+8gY+u3EPL7gqWiUbLHQBaI0CAAAECBMoXyC5gDfdEo+lq2H333Xdc6f/85z+RfgfRQoAAAQIECBDoLZBdwEoTjaZvD1aaxT11sHui0dWrV9c8k/vvfve7uOyyy3o79fmcnilIQcxDm31orCBAgAABAk0vkF3A6p5odMmSJVVP3mAnGn3KU55S/I5h1cb/W3jRRRcVD9cfbzvlBAgQIECAQPMJZBewTDTafINUjwkQIECAQG4C2QUsE43mNsQcLwECBAgQaD6B7AJWOkUmGm2+garHBAgQIEAgJ4EsA1Y3cJpoNIWt9GchQIAAAQIECDSKwKhGORDHQYAAAQIECBA4UQQErBPlTOoHAQIECBAg0DAC2QWsc845J04++eQB/V188cUNA+1ACBAgQGXH2zUAAA1wSURBVIAAgeYRyO4ZrE996lPxile8Ig4ePBjvf//7Y9SoyhnxiU98YvOcST0lQIAAAQIEGkYgu4D1nOc8J2688cZI0zUcPnw43v3udzcMpgMhQIAAAQIECCSBypd/GtgnXZn68Ic/HB/5yEfi7rvvbuAjdWgECBAgQIBAMwpkdwWr+yS94x3viLPPPru4itW9zisBAgQIECBAoBEEsg1Yra2tcf755zeCoWMgQIAAAQIECBwjkOUtwmN64AMBAgQIECBAoMEEBKwGOyEOhwABAgQIEMhfQMDK/xzqAQECBAgQINBgAgJWg50Qh0OAAAECBAjkLyBg5X8O9YAAAQIECBBoMAEBq8FOiMMhQIAAAQIE8hcQsPI/h3pAgAABAgQINJiAgNVgJ8ThECBAgAABAvkLCFj5n0M9IECAAAECBBpMQMBqsBPicAgQIECAAIH8BQSs/M+hHhAgQIAAAQINJiBgNdgJcTgECBAgQIBA/gICVv7nUA8IECBAgACBBhMQsBrshDgcAgQIECBAIH8BASv/c6gHBAgQIECAQIMJCFgNdkIcDgECBAgQIJC/gICV/znUAwIECBAgQKDBBASsBjshDocAAQIECBDIX0DAyv8c6gEBAgQIECDQYAICVoOdEIdDgAABAgQI5C8gYOV/DvWAAAECBAgQaDABAavBTojDIUCAAAECBPIXELDyP4d6QIAAAQIECDSYgIDVYCfE4RAgQIAAAQL5CwhY+Z9DPSBAgAABAgQaTEDAarAT4nAIECBAgACB/AUErPzPoR4QIECAAAECDSYgYDXYCXE4BAgQIECAQP4CAlb+51APCBAgQIAAgQYTyD5gHT16NPbt2xf79+9vMFqHQ4AAAQIECDSrQJYBa8+ePbF8+fKYPHlyjB07Ntra2mLSpEkxYcKEmD59eixbtiwOHDjQrOdUvwkQIECAAIERFhg9wvuvefe7du2KWbNmRUtLS8ybNy+mTJkSEydOLD6nq1g7duyItWvXxrp162Lz5s0xderUmvehAgECBAgQIEBgKALZBaxVq1YVV642bdoU48aN67fvK1eujLlz58aaNWtixYoV/W7TKCuPHDkS999/fxEQG+WYHMfICBw+fLguO05j7sEHH4x77rmnLvuzk8YVqNeYS49yGHONOw7qeWT1GnP17FOlfWUXsLZt2xaLFi2qGK5SR8eMGROLFy+O1atX1xywUvvvfOc7K3k9tH7nzp3xwAMPPPR5sG+e+tSnFlfbRo3K8m7tYLutXj8CZ555Zj9ry1917rnnxne/+90YP358+Y1rMSuB9N+dxzzmMcN+zDNnziwe6/jNb34z7Puyg8YWSHeazjrrrMY+yJKOruW//2dxtKS26tLMe9/73rjrrrviqquuqrq/17/+9XHvvfcW/5BU3VAhAQIECBAgQKBkgeyuYM2fPz/S/w3t3bs3FixYUDxjlR5wT/8nlpJxurLU1dUV69evj3Qb0UKAAAECBAgQqLdAdlewEtCf/vSnWLp0adxwww2RnifpvcyZMycuvfTSOP/883sX+UyAAAECBAgQGHaBLANWt8rBgwdj9+7dxVWrQ4cORXt7e3R2dhZTNnRv45UAAQIECBAgUG+BrANWvbHsjwABAgQIECAwEAFfXRuIkm0IECBAgAABAjUICFg1YNmUAAECBAgQIDAQAQFrIEq2IUCAAAECBAjUICBg1YBlUwIECBAgQIDAQAQErIEo2YYAAQIECBAgUIOAgFUDlk0JECBAgAABAgMRELAGomQbAgQIECBAgEANAgJWDVg2JUCAAAECBAgMREDAGoiSbQgQIECAAAECNQgIWDVg2ZQAAQIECBAgMBABAWsgSrYhQIAAAQIECNQgIGDVgGVTAgQIECBAgMBABASsgSjZhgABAgQIECBQg4CAVQOWTQkQIECAAAECAxEQsAaiZBsCBAgQIECAQA0CAlYNWDYlQIAAAQIECAxEQMAaiJJtCBAgQIAAAQI1CAhYNWDZlAABAgQIECAwEAEBayBKtiFAgAABAgQI1CAgYNWAZdPhEzh48GAcPnx4+HagZQK9BI4cOdJrjY8Ehk/g6NGjw9e4lhtSQMBqyNPSXAe1Y8eOaG9vjw0bNjRXx/W27gK//e1v48UvfnGccsopcfLJJ8c555wT119/fd2Pww6bR+DPf/5zvOtd74rHPe5xcdppp8VrX/vauO+++5oHoIl7KmA18clvhK6ncPWyl70s7r777kY4HMdwAgvs378/XvjCF8bevXvjS1/6Uvzwhz8s/sG74IIL4le/+tUJ3HNdG0mB173udXHjjTfGl7/85fjCF74Qv/zlL+NFL3rRSB6SfddJYHSd9mM3BPoIfPGLX4z3vOc90dnZ2afMCgJlC3z/+9+PPXv2xPe+9714xjOeUTT/rGc9Kzo6OuLKK6+Ms88+u+xdaq/JBTZu3Bg//elP4+abby6uliaO9DjERRddFH/84x/jCU94QpMLndjddwXrxD6/Dd27j370o3HJJZfE+vXrG/o4HdyJIZACVAr13eEq9SrdKjz11FPjH//4x4nRSb1oKIEXvOAFka7Sp1vR3Uu6gpqWMWPGdK/yeoIKuIJ1gp7YHLp16623xqMf/ei48847czhcx5i5wIwZMyL99VzSrZudO3cWV1J7rveeQBkCLS0tMXny5KKpe+65J3784x/H5ZdfXjwW0b2+jP1oozEFBKzGPC9NcVQpXFkIjJTA/fffH29961vjSU96UrzxjW8cqcOw3yYRSFezbrnllnjUox4Vq1evbpJeN3c33SJs7vOv9wSaUiB9iys93L579+749re/HWPHjm1KB52un8DVV19dfGP1mc98ZkyfPj1uuumm+u3cnkZEQMAaEXY7JUBgpATSN1bPP//8SFM2pCka0j92FgLDLfDkJz855syZE9/5zneKB92/9a1vDfcutT/CAgLWCJ8AuydAoH4CaaqG9I/cXXfdVXy7q+fDx/U7CntqFoH0TcH0TcKey/jx4+Pcc891Basnygn6XsA6QU+sbhEgcKxAmrl97ty5kR42Tg+3n3HGGcdu4BOBkgWuvfbaYsyloNW9pPH385//3BQN3SAn8KuH3E/gk6trBAj8f4Gvfe1rxVWDN7/5zX2uKqS52FL4shAoU2D+/Pnx8Y9/vJiO5oorroh///vf8aEPfaj4WbA0u7vlxBYQsE7s86t3BAj8n8CaNWuKd2kW995LmllbwOqt4vNQBaZMmRLr1q2LN73pTXHWWWcVzaWfzEmT3j7taU8bavPqN7hAy39/gNIvUDb4SXJ4BAgQIJCvQPpnNn1jtbW11S9X5Hsaaz5yAatmMhUIECBAgAABAtUFPORe3UcpAQIECBAgQKBmAQGrZjIVCBAgQIAAAQLVBQSs6j5KCRAgQIAAAQI1CwhYNZOpQIAAAQIECBCoLiBgVfdRSoAAAQIECBCoWUDAqplMBQIECBAgQIBAdQEBq7qPUgIECBAgQIBAzQICVs1kKhAgQIAAAQIEqgsIWNV9lBIgQIAAAQIEahYQsGomU4EAAQIECBAgUF1AwKruo5QAAQIECBAgULOAgFUzmQoECBAgQIAAgeoCAlZ1H6UECBAgQIAAgZoFBKyayVQgQIAAAQIECFQXELCq+yglQIAAAQIECNQsIGDVTKYCAQIECBAgQKC6gIBV3UcpAQIECBAgQKBmAQGrZjIVCBAgQIAAAQLVBQSs6j5KCRAgQIAAAQI1CwhYNZOpQIAAAQIECBCoLiBgVfdRSoAAAQIECBCoWUDAqplMBQIECBAgQIBAdQEBq7qPUgIECBAgQIBAzQICVs1kKhAgQIAAAQIEqgsIWNV9lBIgQIAAAQIEahYQsGomU4EAAQIECBAgUF1AwKruo5QAAQIECBAgULOAgFUzmQoECBAgQIAAgeoCAlZ1H6UECBAgQIAAgZoFBKyayVQgQIAAAQIECFQXELCq+yglQIAAAQIECNQsIGDVTKYCAQIECBAgQKC6gIBV3UcpAQIECBAgQKBmAQGrZjIVCBAgQIAAAQLVBQSs6j5KCRAgQIAAAQI1CwhYNZOpQIAAAQIECBCoLiBgVfdRSoAAAQIECBCoWUDAqplMBQIECBAgQIBAdQEBq7qPUgIECBAgQIBAzQICVs1kKhAgQIAAAQIEqgsIWNV9lBIgQIAAAQIEahYQsGomU4EAAQIECBAgUF1AwKruo5QAAQIECBAgULOAgFUzmQoECBAgQIAAgeoCAlZ1H6UECBAgQIAAgZoFBKyayVQgQIAAAQIECFQXELCq+yglQIAAAQIECNQsIGDVTKYCAQIECBAgQKC6gIBV3UcpAQIECBAgQKBmAQGrZjIVCBAgQIAAAQLVBQSs6j5KCRAgQIAAAQI1CwhYNZOpQIAAAQIECBCoLiBgVfdRSoAAAQIECBCoWUDAqplMBQIECBAgQIBAdQEBq7qPUgIECBAgQIBAzQICVs1kKhAgQIAAAQIEqgsIWNV9lBIgQIAAAQIEahYQsGomU4EAAQIECBAgUF1AwKruo5QAAQIECBAgULOAgFUzmQoECBAgQIAAgeoCAlZ1H6UECBAgQIAAgZoF/hf3gg/YIGrpYwAAAABJRU5ErkJggg==)

The prob=c(.30,.60,.10) cause 30% ones, 60% twos and 10% threes. The numbers don't have to add up to 1 - they don't in the example at the top of the page.

Table sums up the individual items in the 1000-element list.